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N-Queens Local Search Algorithm

The problem being solved is a classic search algorithm problem known as N-Queens. The goal is to move a piece around a board and ensure that the pieces don’t violate a condition. To understand the condition, we must look at chess. The piece we are looking at, as the problem name implies, is the queen piece. The queen piece can move as far as it wants in any horizontal, vertical, or diagonal direction. The condition that we are attempting to solve is that no queen pieces conflict with each other. The size of the board and the number of queens comes from the name of the problem: N. The board is N by N, and there is N queens.

My solution for this problem was utilizing a local search algorithm called hill-climbing. Essentially, the algorithm will repeatedly choose the best move available until a solution is found. The best move is determined by a functioned called the heuristic function. The heuristic function I used for this problem is called minimum conflict heuristic. It looks at one of the queens and counts how many queens it can reach horizontally, vertically, or diagonally. The lowest count is the one that it goes with. One modification I made was the addition of a list of previously moves to ensure that it doesn’t get stuck in a loop of moving a queen between two spots.  
 Diving into the code, let’s look at the coding structure. The code is written in Node.js, which is my choice in quick scripting languages. The file structure is simply two JavaScript files. One contains all the functions used for the Hill Climbing algorithm while the other contains the main logic of the N-Queens problem. There were four functions used for Hill Climbing:

* generateMoves
  + This function takes in the current board and generates all possible moves that all of the pieces can make. Unfortunately, this has a horrible time complexity, but for the sake of being thorough, it has to get all moves for all pieces.
* evaluateMoves
  + This function takes the output from generateMoves (an array of all moves), iterates through all of them calculating the heuristic value of the move, and returning the best move.
* calculateHeuristic
  + This function takes in a board, looks at every piece, and counts all of its conflicts. Since each piece is iterated through, each conflict will count as 2, so before returning the heuristic value, it is divided by 2.
* logBoard
  + Not as much for Hill Climbing, but it takes and prints out the board. This is used for visualizing the starting and solution boards.

Now let’s look at the index file. The first tunable is N, which will change the board size and queen count. The second tunable is the verbosity: 0 only shows start/solution, 1 shows all steps. With those tunable set, lets dive in and go through the pseudocode:

* Generating the NxN board
* Placing N queens randomly
* Hill Climb Loop
  + Generate the moves
  + Evaluate the generated moves
  + Update the current board with the best move
  + Print the board (if enabled)
  + Check for solved
    - I reuse the calculateHeuristic function since a value of 0 will mean that there are no conflicts, thus the goal was found.
* Log the information

In the end, the Hill Climbing algorithm was very successful and was able to complete whatever size board I gave it. I was able to find solutions in minimal steps because it would avoid loops and would continuously choose the best move available without looking too far ahead. Below are some of the results I achieved:

* N=4, 0.007s, 2 steps
* N=5, 0.011s, 5 steps
* N=6, 0.037s, 33 steps
* N=7, 0.043s, 20 steps
* N=8, 0.026s, 6 steps
* N=12, 0.1s, 15 steps
* N=24, 6.524s, 83 steps
* N=45, 98.502s, 84 steps
* N=50, 79.862s, 42 steps
  + ![Text

    Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPEAAACpCAYAAAD6FtuTAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAA68SURBVHhe7Z1LqBzFF4c7f1AEH4iKD1ARFMEHUVGMrhQN+EYwm4AmLrJJFlEhMRGzEBc+olcwbnTjwmjAjYIYESFIXEWFJBo1O0FR8IGK4At04Z+vvOfat+159Ny5mTm53wfD3Oma6a7qW786p6qr6iw799xz/65EJC3/m30XkaQoYpHkKGKR5ChikeQoYpHkKGKR5ChikeQoYpHkKGKR5ChikeQoYpHkKGKR5ChikeQoYpHkKGKR5HReT3zbbbdVa9asqY499tjy+bfffqtmZmaqjz/+2DTTTBsybZy4KYBIcnSnRZKjiEWSo4hFkqOIRZKjiEWSo4hFkqOIRZKjiEWSo4hFkqOIRZKjiEWSo4hFkqOIRZKjiEWSo4hFkqOIRZKjiEWSo4hFkqOIRZKjiEWSo4hFkqOIRZKjiEWSo4hFkqOIRZKjiEWSc8RE/NBDD1Wvv/56eT399NPVsmXLZlMWxmWXXVbt3LmzeuGFF6pzzjln9ujRCfeN+yhSp7OIQzQhSF733nvvbGpvnnzyyequu+6qPvzww9kjwzMtlbfeEMVLUcmk6SRiLN369eurw4cPF0HG66WXXpr9xpGHCHNr164t+frqq69mjy4en3/++byy0ziJTJJOUREJ1bh69erq1Vdfrd56663Zo/+Cld68eXN1/PHHl8/ff/999dhjj80TF5br1FNPrbZs2VL9/fffpWHYtm1btW/fvrnGYOvWrdVpp51W/fjjj9XVV19djtVBSA8++GA5V6THsYC8bNq0qTrhhBPK58gLkMcDBw5UK1euLHkdNuRk5L1+naBX2aFZvjjPc889V861f//+1rxwbx5++OHqjDPOKL8DPBkbDqnTyRIfOnSo+vXXX0vMVQRdJ6z0Z599VizU/fffX47fd999I/d/wwVHoFTesH4hokj/4IMPyueAvGzYsGHOY6jnBYgXe8stt5TGiDSEw+dRievVy04DFdfrR7+88Hvu96pVq8p5uQ8iTTqJGItKZT148GC1bt26eX3CG264oVi9t99+u3zmu2+++WZ1yimnVMuXLy/HjhTkBavWlpeANLwJ0r744otiGYdpbM4///x5fWLGA9qut3v37nnX60dbXmgk+f0rr7xSGgSRXow0Or19+/ZiGV588cXq8ssvLwNPgBX56aefyt+TZrHy0uwTh4s8TWWXpcVIIg6wHh999FF14oknls9Yo7r1oV+LuzgJjnRepqnssrRYkIjpC5533nnVL7/8UsSM2xf9OdKuvfba0k8cNGAEZ511VnnHPV2xYkX5O2CAi+twzmEgL9CWl8Wg7XrXXHPNvOvVy9c2WNfk66+/Lo0Ang7QbcGVF2nSScRUwHp/cMeOHUXADDQh1Geeeaa65JJL5qXhelOpmYzBcSowlfG1114rbnj0V6mspCO2puh37dpV3jkn3+F39XMi+uirksbvGeG9+OKLy7HIy2KN6sb16mVnQIrrDVO+NvjOnj17qjvvvLP8jn7yKM/Y5ein0yMmEZk+FuROi8jkUcQiyVHEIslRxCLJUcQiyVHEIslRxCLJUcQiyVHEIslRxCLJUcQiyVHEIslRxCLJUcQiyVHEIslRxCLJUcQiyVHEIslRxCLJUcQiyVHEIslRxCLJUcQiyVHEIsnpvHk8kRfqMXPbYhBPC0SsIIIC/Pnnn9XLL7/cGld5XBB9gpAz44o0UY+/HLzxxhsliFvz/9CMzyxLh06WOCoOIUqICDiOGMSLBQIgNhKRG8krFfyqq64qZchEPS5zPQrjxo0b5/4Pjz76aHXmmWfOhZmVpUUnEUcMYmLmQsQZogIhjueff75Yv4BKhXVC4KRH7CRecRx6pXGcaPqcEytKGu9E5e8H6cRFiri/QF6p7LyTvnPnzrnrcW2u1a8M/fLCd/hMPCgsZ5yX3wVxzfqxUSF2MQHa9u7dWz4Tt4ngbV2CzsnRQycRU3G+/fbb6tChQ7NH/oneNwxYa4KaYTmw4DQGW7duHZjWjKSP9Ynog72ISIIRrbAOlXz9+vXV4cOH564Ho0T1j7zgPnMuXNq65Vws95awqcRDjv8DDQuNRzO8qiwNOomYyHyjsHz58hLDuG7B33///WI5sFC90oK2SPqjEt5EPao/3sSwlX/UvGAt165d21nYvSw7EGGRBmXlypWl20C//+yzz55NlaVC59FpBNe1ovD9k08+uXrkkUfmKmQMOPVLWyyyRPUPCx8eA/c+hHz66adXd9xxR/XEE09Ua9asKcdgWM9Ijh46ifjTTz/9j8uGCLEABBjvB8KhTxqVkhdu7aC0Ufjhhx+qY445Zs6tbtIrqv+0Dc7VCcsPlI97hhWOWMeU4a+//krROMl46SRi+piINfqk9C+xBvWK0xYRn74bFeyee+4pn+v0SxuVcHdxM3HXgbxi7dvKgFvKwFA0RF2j+gc8Xuo1uLTQgS0Gs2iUaEi5Z/THufdcK8qAyCm3LC06PyemMuG+Ybmg/nyynsbz42+++ab0P7ds2VIs9rZt24obGDAIhMtIJWxL27VrVzm+b9++uUcrDHhhdYbpWz711FPVBRdcUP6uPydGUJs2bSp5g2HKwMj0oLw0y1E/b1zzu+++GyrvzXM1n3OTXn9OHPdSlh6dRRyERRmmQorI4jGyiLEsmzdvLv1LwOpgcQf1jUVkvIwsYhGZDjo/YhKR6UIRiyRHEYskRxGLJEcRiySn8+h0c6IExEJ14PnxOBfGD4JZVZkX/gcxyeTnn3+e22ShObGmfp9Fgk6WmFlC9WV88ZpUxTpaFv6T39tvv33elEmO3XTTTaVRomwImLIibJE6nSwxFWj16tVl4n3T2jEFccWKFbOf/iUmgTSnXdaPI779+/eXuc5MHmFy/8zMzNzk/jZissmePXtaG5GmxxDbCAHTFVnuGL+jMWBJIVMrOeeBAwf+kxcE1DaPujm1kt+z5rrLxBeuz5xr5nUzP7ptu6NB5ZWlSydLHBPvcfGaFmH79u3FYlCpmwvjqczDLvwnnfnKgxZEDFr4v2HDhrEs/EfEfI5lgW3lWwjcR3YhYU3zH3/8MXtUZHg6iRjrgDgOHjxYrVu3rqz9xYoMAisy7MJ/YEUR3x/VLWbhP1Z0nAv/h1mmiOdAAxcN1zBcf/31pbyD+vE0ajQo77777uwRkX8YaXQ6rC59USwigz39KvkoC/+ba367QoWf9rW1DMrRWLFaqx94LOxjxv5fTTdbZEGPmLAeuLPD7PaBqLos/B8kwlEX/k8Tl156aRkj2LFjx1zDFp8ROCDgK664Yt4GACJ1FiRi3F1cYvq6sS1M28L4Lgv/cb1vvPHGgQvcw93ttfAf6MsCx2Phf7BYC/8ZTR7kmQS43fVGjRFoBuDoizN4RVcFAS/2YzPJTafR6foz2aA+OgtU7l6j0PXjUF/43zw+7HNYBMNWsTCOhf+9Rq5jtLmtfHFerjnK6HTA/aWxYXQaL4Jz4VHUiVF23WoJJr4UMURR3zFDRIZnQe60iEweRSySHHf2EEmOllgkOYpYJDmKWCQ5YxdxTHiIcKHTBnli+uIwc75FMrDgyR7AFMlYOhgTHji2mJMShslLG4iYCR1ffvnlxCMm1Ced1IkJHUz4qE9YGXYSTPwPYqJI854002OzgWZ+3IQgByONTscEDaZGTloIXUU5TSJugxloEGFj4h6H8AatJ47y1WedxTmZRXbrrbcWobJSq34efsfMs3feeafMeKORZNqqUz6nn7G600zWj1VKUXGACkGlxMVmIv8DDzxQ3usR+vm7/tth5h73g3PiNsc5e7n34f7z4u9eeeE4ZaAsfJe0+E0Q5xo1//we67t3797/LKfEijL3m0UT/eD3WFIWiATM9w5Y+tgUMOAxsd46BMv8c6axsnAEmvelWXaZHGMVcSxRxO1rwtxpplZSWa688spSCViFRADyfhsGjMqqVauq3bt3z50T7r777vIeUAmxbogD64RQNm7cOC8vrNBq27yANDZIiEUW4+Dmm28uK7dCSM2VXMzxHrTOmjIgWnZgoXy4yBFNkXuNyFnA0VWM3DvuC/eVexP3SybPERudpp8XC9oRTax64p2K2bZhQL/KOohnn312TgycMxb3B1wzBBxuNZX5pJNOmpcXGh7yErRtGBBQqancuKVdFz9w7QsvvLBYYcASYomxyEA6K7aGAbcZt5sVXeQHoWJ5aUg5J40kQuRFw8BGD817jWh///33eZsQsKaZhkCmi4k/Yhplw4BhwAJhMeOczeWGF110UfEEPvnkk9kji5eXYcAKs1yTZZtAg4AQuT75oMFhHzKsIQ1IPwjpymoovAUaHXZhidF4rHs0UvDee++V+4CFDvguSzXrmxDQ0LE6K+6No/vTw8RFDFSstg0DBlXWXmC1cCexZnG+povPZ9LD7Qx65WUx4frssxXdjQDrGXnAoh533HHz+rdt0HghQLYj4lycg1Fmzh/eD41VLxAn7nfbJgR4GOSF+8P5FPJ0MHERd9kwoCu4ihD9wiZhXcKdJC8M5oyaF8Q4ysAWVrjpujZBMLj19a18wttoDtphWWNAChgMi/41Lwa3guuuu64cQ7AhYMrQb0Sa73M+mQ7GJmIqUYwG47qyUJ+/66PUbdDH4pkofVS+H6+FtPJUSPq64YpibVm83wYjzkA+ycvjjz8+1rwMAiGye0fTCnM/66PB9L2H8U4QHy50lJ0X5Yln9pS3Xj4aG/rQ4Q0weBebIPKKBqKeF7YPwq2fxkd0SxFXMYkkZyr6xCIyOopYJDmKWCQ5ilgkOYpYJDmKWCQ5ilgkOYpYJDmKWCQ5ilgkOYpYJDmKWCQ5ilgkOYpYJDmKWCQ5ilgkOYpYJDmKWCQ5ilgkOYpYJDmKWCQ5ilgkOYpYJDmKWCQ5ilgkOYpYJDmKWCQ5ilgkOYpYJDmdoyISipOA14TABOLUzszMlHCipplm2nBp48TQpiLJ0Z0WSY4iFkmOIhZJjiIWSY4iFkmOIhZJjiIWSY4iFkmOIhZJjiIWSY4iFkmOIhZJjiIWSY4iFkmOIhZJTVX9H5/RTnqhwEzvAAAAAElFTkSuQmCC)
* N=100, 4505.202s (1.25 hours), 66 steps
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I attached proof for the larger ones (especially 100) because it took so long to execute. Additionally, I had to run the N=100 with a higher ram allowance because just storing potential moves of 100 pieces requires an incredible amount of space (Pieces \* N \* [Directions – 1]), or 990,000 arrays per iteration. Outside of the exponential complexity in relation to N, I believe that the results were excellent.